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The concurrent systems have some functionality that are not or cannot be localized in 

separate structural units because of classic approach of abstractization and modulation. This is 

realized through system’s components, increasing the interdependence between structural units 

(procedures, functions, objects), that makes difficult their adaptation and reusability. The division of 

these functionalities in separate structural units is, of course, an important process but very difficult 

for concurrent systems, especially for those with evolutionist trends. In the work, there are specified 

the techniques that assure the aspect-oriented development of concurrent systems and the problems 

of this new technology.  
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1. INTRODUCTION 

Each system is determined by its functions that correspond to some basic requirements and 

to some general requirements of the system, named functional. If we consider that each requirement 

determines a dimension of the problem, than a problem can be represented in a multidimensional 

space, as in figure 1. But at the actual moment, the elaboration of systems is based on an 

abstractization and modulation in a single space that of solution, determined by the used technology 

and by the basic requirements. This approach surely leads at an imprecise reflection in realization or 

to an increase of the difficulty of maintaining of functional requirements. 

 

Figure 1. Multidimensional space of the problem 

Solution space 
[technologies  basic requirements] 

Functional requirements 
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2. DEFICIENCY IN TRADITIONAL REALIZATION 

In [5] there are described the criteria after which we can identify the problematical 

realization of functionalities. The criteria are referred especially to the source code, which can be:  

1. tangled, when a modulus realizes more requirements. For example, business-logic of the 

system often is realized together with synchronizing and/or security code, that leads to a 

tangle in the code. 

2. scattered, when the appeal of the functionality is scattered through the system, and the 

functionality itself is not localized in a separate modulus. For example, if the system has a 

function of following of access to the databases, then such functionality will be implemented 

in all the modulus that work with databases.  

 

The consequences [11] resulted from the methods of projection and realization and widely 

used in actual software engineering can be the following: 

1. the bad understanding of the code: the realization of more functions in a single modulus 

does not permit the unique establishment of functionality-modulus relation; 

2. the impossibility of reusability of the code: a modulus cannot be reused if, besides the 

base logics, it contains other functionalities which are not necessary in another context; 

3. the difficulties in maintaining: the modification of the requirements implies the 

modification of the functionalities realized through the system, the pursuit of the effects 

being very difficult; 

4. the large probability of appearance of errors: according to the definition, there are 

possible sources of appearance of errors and the understanding of the system’s code is 

difficult. 

 

For the realization of functionalities one can resort to mix-in classes [1][10], patterns [6] and 

frameworks [3][4] (in general, object-oriented techniques), but their usage can be improved only 

through the removal of the inherited anomalies [7] and through a natural and explicit utterance 

(expression) of functionalities, that offers only an aspect-oriented development. 

 

3. THE ASPECT-ORIENTED PROGRAMMING 

At the end of the 90th there could not be discussed an aspect-oriented development, but only 

the appearance of some ideas of removal of defects of a special nature resulted from the complexity 

of systems and from the techniques offered by OOP. These ideas had been materialized through the 
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concepts of aspect-oriented programming suggested by Kiczales and his team [5]. 

AOP introduces the concepts aspect and weaving in order to treat unforced, such named 

crosscutting functionalities, the usage of which is scattered through the entire system. Another 

aspect is a structural element of program construction resulted from the system’s modulation and 

which encapsulates states and behaviours, proper and/or of other elements. Weaving is a systematic 

process of combination of aspects with basic components (figure 2) and can be realized by a pre-

processor, an interpreter or a compiler. 

 The determination of criteria of decomposition 

[9] is essential for the process of software 

development, but the question remains open: how do 

we separate the units in such a way that we could 

obtain a better understanding of the system, an easier 

fitting, a maintaining and reusability at a high level.  

The OO techniques of decomposition had been 

asserted  in  time,  but  the  nature   of    concurrent  
 

Figure 2. Aspect-weaving (aspects + 
classes) 

systems is much over their possibilities, because it is demanded a decomposition with more 

dimensions, one for each aspect. 

It is also important to understand that the aspect-oriented programming must not be 

underplaced to object-oriented programming; it comes to retain its advantages and to offer a better 

separation of functionalities.  

The evolution of AO techniques was determined and sustained by different university and 

research centers, each of them having a proper point of view over the modalities of implementation 

of AO principles which consist of techniques of aspects’ separation, techniques of sliding of these 

aspects in language structures and instrument that would assure the understanding process. 

Although, a unique point of view does not exist, most of them correspond to AOP general 

principles. A concise list [8] of aspect-oriented techniques is presented in table 1. 

Table 1. Aspect-oriented techniques 

Nr. Name General description 

1.  Meta-object 
protocol 

Proposes a new level of abstractization for existent OO systems, and a program consisting 
of two parts: the first consisting of a usual code, and the second, of a meta-language code, 
which describes some additional behaviours of the basic program (logging, security, etc.). 
The technique realized in CLOS (Common Lisp Object System). 

2.  Reflective 
programming 

The general principles correspond to the system of B. Smith which is a framework that 
consists of a „tower” of interpreters, and each interpreter is an interpreted program of high 

Classes Aspects 

Woven classes 
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Nr. Name General description 
level (interpreter). It may be considered as a generalization of MOP technique.  

3.  Adaptive 
programming 

It is meant for the creation of evolutive software systems which are adapting to the 
context changes. The context may be behaviour, structures of synchronizing, structures of 
migration, etc. The adaptation is realized through a partial definition of the class, and the 
defining of a new relation is realized through the attachment of a new method, of course 
previous described in accordance with the proposed techniques. The technique realized in 
Demeter/C++. 

4.  Subject-Oriented 
programming 

This is an approach to building of OO software systems by composing several sub-
systems, which are known as subjects, according to a composition expression which 
describes the rules that the subjects correspond to, and how should they be merged to 
implement required system functionality. 

5.  Composition filters The basic object model is extended modularly by introducing input and output 
composition filters that affect the received and sent messages, respectively. Composition 
filters have the following important characteristics modular extension, orthogonal 
extension, open-ended, aspect-oriented, and declarative.  

6.  On-demand re-
modularization 

It is based on multi-dimensional separation of concerns. The IBM team has developed 
HyperJ that supports dividing components into independent modules known as 
hyperslices, which can be dynamically combined to form a ready application. The 
hyperslices consist of a standard code, but also of a set of configuration files that define 
each slice’s behavior. 

 

4. ESSENTIAL HINTS IN AO DEVELOPMENT OF CONCURRENT SYSTEMS 

The concurrent systems are determined by a series of imperatives which must be taken into 

account in the process of development. These imperatives result from the nature of concurrent 

systems, from fundamental principles of elaboration of applications and/or from the specific of used 

technologies.  

In order to have an AO development, the technology must offer [2]: the separation and 

localization of aspects, weaving mechanism, mechanisms of release of aspects and interaction.  

From the fundamental principles of elaboration results that the software system must have 

the following properties that imply a better understanding: 

1. Low coupling and reusability. Assures the quality, fastness and reduction of costs of 

elaboration through reusability of aspects and components. It is considered that the 

reusability may be applied to all phases of life-cycle of the system. 

2. Usability and maintainability. There are factors to be ignored, which can determine the 

system’s success in the last instance, especially which the system’s study and maintaining 

are obligatory stages in the life-cycle of the system. 

 

Authentication, fault tolerance, load balancing, scheduling, synchronization, testing and 

verification are functionalities due to which are realized the general objectives (numbered below) of 

the concurrent systems: 
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1. Cooperation and competition, which conveyed only through OO techniques, do not assure 

entirely the fundamental principles of development of software systems.  

 

2. Protection, which comprises the integrity and the selectivity of the access. In the 

perspective of usage of AO techniques it is very important to understand the nature of 

appearance of some new imperfections in the system resulted from the logics of aspects, 

mechanism of blending or from the interaction aspect-class and/or aspect-aspect.  

3. Performance, especially determined by the debit and time of answer which may be 

considered a crosscutting functionality. 

4. Adaptability and opening, are important characteristics for the concurrent systems which 

are not obligatory guaranteed by OO techniques. 

 

5. CONCLUSIONS 

The development of concurrent systems is a long and difficult process which must 

correspond to some specific requirements of the given systems. The reusability is a modality of 

getting easier the elaboration, but the nature of concurrent systems determines the appearance of 

some anomalies described in many works.  

Beyond doubt, the aspect-oriented programming is a solution to many problems appeared in 

the development of concurrent systems. But, is this solution efficient and sufficient mature to be 

used on the industrial stage? At the actual moment, we don’t think that anybody can surely contend 

something. 

There exist many works dedicated to the aspect-oriented development, also exist many 

instruments which somehow realize the principles of this technology, but however, that what is 

named Aspect-Oriented Software Development is on the stage of formation, because:  

 It is not clear how do we analyse the aspects: it does not exist an unique standard of notation 

in UML; 

 There are no effective methods of verification and testing of aspect-oriented programs; 

 It is not implemented in all spheres of popular development;  

 The IDE that still realize AOP do not assure the incremental compilation.  
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